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1/*

2 * CDDL HEADER START
3 *
4 * The contents of this file are subject to the terms of the
5 * Common Devel opnent and Distribution License (the "License").
6 * You may not use this file except in conpliance with the License.
7 *
8 * You can obtain a copy of the license at usr/src/ OPENSOLARI S. LI CENSE
9 * or http://ww. opensol aris.org/os/licensing.
10 * See the License for the specific |anguage governi ng perm ssions
11 * and limtations under the License.
12 =
13 * When distributing Covered Code, include this CDDL HEADER in each
14 * file and include the License file at usr/src/ OPENSOLARI S. LI CENSE.
15 * |f applicable, add the follow ng below this CODL HEADER, wth the
16 * fields enclosed by brackets "[]" replaced with your own identifying
17 * information: Portions Copyright [yyyy]l [nane of copyright owner]
18 *
19 * CDDL HEADER END
*/

22 /*

23 * Copyright (c) 2005, 2010, Oacle and/or its affiliates. Al rights reserved.

24 * Copyright 2014 Nexenta Systens, Inc.
*/

25
27 #incl ude <string. h>
28 #include <stdi 0. h>
29 #include <sys/types. h>
30 #incl ude <sgs. h>
31 #incl ude <debug. h>
32 #include <_libld. h>
33 #include <dwar f . h>
34 #incl ude <stdlib. h>
36 /*
37 * A EH_FRAME_HDR consists of the follow ng:
38 *
39 * Encodi ng Field
40 * e e e e e e mmemmmmmmmm e
41 = unsi gned byte version
42 * unsi gned byte eh_frame_ptr_enc
43 * unsi gned byte fde_count _enc
44 = unsi gned byte tabl e_enc
45 = encoded eh_frame_ptr
46 = encoded f de_count
47 * [ binary search table ]
48 *
49 * The binary search table entries each consists of:
50 *
51 * encoded initial_func_loc
52 * encoded FDE_addr ess
53 *
54 * The entries in the binary search table are sorted
55 * in a increasing order by the initial |ocation.
56 *
57 *
58 * version
59 *
*
*

Version of the .eh_frane_hdr format. This value shall be 1.
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eh_frame_ptr_enc

The encoding format of the eh_frane_ptr field. For shared
l'ibraries the encoding nust be

DW EH PE_sdat a4| DW EH _PE_pcrel or

DW EH PE_sdat a4| DW EH PE_dat arel .

f de_count _enc

The encoding format of the fde_count field. A value of
DWEH PE_omt indicates the binary search table is not
present.

tabl e_enc

The encoding fornat of the entries in the binary search
table. A value of DWEH PE omt indicates the binary search
table is not present. For shared libraries the encoding
nust be DWEH PE_sdat a4| DW EH _PE pcrel or

DW EH _PE_sdat a4| DW EH _PE_datarel .

eh_frame_ptr

The encoded val ue of the pointer to the start of the
.eh_frane section.

f de_count

The encoded val ue of the count of entries in the binary
search table.

bi nary search table

A binary search table containing fde_count entries. Each
entry of the table consist of two encoded val ues, the
initial location of the function to which an FDE applies,
and the address of the FDE. The entries are sorted in an
increasing order by the initial |ocation value.

EH _FRAME secti ons

The call frame information needed for unwi nding the stack is output in

an ELF section(s) of type SHT_AMD64_UNW ND (and64) or SHT_PROGBI TS (ot her).
In the sinplest case there will be one such section per object file and it
will be naned ".eh_frane". An .eh_frame section consists of one or nore
subsections. Each subsection contains a ClE (Common |nfornation Entry)

foll owed by varying nunber of FDEs (Frame Descriptor Entry). A FDE
corresponds to an explicit or conpiler generated function in a

conpilation unit, all FDEs can access the CIE that begins their

subsection for data.

If an object file contains C++ tenplate instantiations, there shall be
a separate CIE i medi ately precedi ng each FDE corresponding to an
instantiation.

Using the preferred encodi ng specified below, the .eh_frame section can
be entirely resolved at link tine and thus can become part of the
text segnent.
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.eh_frame Section Layout

EH_PE encoding below refers to the pointer encoding as specified in the

enhanced LSB Chapter 7 for Eh_Franme_Hd

Common I nformation Entry (ClE)

ClE has the follow ng format:

Lengt h
in
Field Byte
1. Length 4
2. CQEid 4
3. Version 1
4. CE Augnentation string
String
5. Code Align Factor ul eb128
6. Data Align Factor sl eb128
7. Ret Address Reg 1
8. Optional CIE varying
Augnent ati on Section
z:
si ze ul eb128
P:
personality_enc 1
personal ity routine (encoded)
R

r.

Descri ption
Length of CIE (not including
this 4-byte field).

Val ue Zero (0) for .eh_frame
(used to distinguish CIEs and
FDEs when scanni ng the section)

Val ue One (1)

Nul I -terminated string with | egal
val ues being "" or 'z’ optionally
foll owed by single occurrences of
P, 'L, or 'R in any order.
The presence of character(s) in the
string dictates the content of
field 8, the Augnentation Section.
Each character has one or two
associ ated operands in the AS.
Operand order depends on

position in the string (’z' nust
be first).

To be nultiplied with the
"Advance Location" instructions in
the Call Frame Instructions

To be nultiplied with all offset
in the Call Franme Instructions

A "virtual" register representation
of the return address. In Dwarf V2,
this is a byte, otherwise it is

uleb128. It is a byte in gcc 3.3.x

Present if Augnentation String in
field 4 is not O.

Length of the remai nder of the
Augnent ati on Section

Encodi ng specifier - preferred
value is a pc-relative, signed
4-byte

Encoded pointer to personality
routine (actually to the PLT
entry for the personality
routine)
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code_enc 1

L:
| sda_enc 1

9. Optional Call Frame varying
Instructions

preceding fields of the CIE

Frame Descriptor Entry (FDE)

FDE has the follow ng fornmat:

Lengt h

Cl E Poi nter 4

3. Initial Location

4. Address Range

5. Optional FDE
Augnent ati on Section

® Ok ok ok E Sk ok o E Ok R b ok OF 3k ok Sk b SR SF Sk F S 3k O E O R b 3k OF 3k b Sk 3k SR F Sk F o 3k O F O ok b 3k F R ok Sk ok R ok % O % O ko ok o % 3k
N

varying

varying

varying

Non- defaul t encoding for the

code- poi nters (FDE nmenbers
"initial_location" and "address_range"
and the operand for DWCFA set_| oc)

- preferred value is pc-relative,
signed 4-byte.

FDE augnent ati on bodi es may contain
LSDA pointers. If so they are
encoded as specified here -
preferred value is pc-relative,
signed 4-byte possibly indirect
thru a GOT entry.

The size of the optional call frame instruction area nust be conputed
based on the overall size and the offset reached while scanning the

Descri ption

Length of remminder of this FDE

Di stance fromthis field to the
nearest preceding CIE

(uthe value is subtracted fromthe
current address). This val ue

can never be zero and thus can

be used to distinguish CIE' s and
FDE s when scanning the

.eh_franme section

Reference to the function code
corresponding to this FDE.

If "R is mssing fromthe CIE
Augnentation String, the field is an
8-byte absolute pointer. O herw se,

the correspondi ng EH PE encoding in the
Cl E Augnentation Section is used to
interpret the reference.

Si ze of the function code correspondi ng
to this FDE.

If "R is missing fromthe CIE
Augnentation String, the field is an

8- byt e unsigned nunber. O herwi se,

the size is determned by the
corresponding EH_PE encoding in the

Cl E Augnent ation Section (the

val ue i s always absol ute).

present if ClE augnmentation
string i s non-enpty.
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I ength ul eb128 I ength of the remainder of the

FDE augnent ati on section

"L (and length > 0):
LSDA

varying LSDA pointer, encoded in the
format specified by the
correspondi ng operand in the CIE s
augnent ati on body.
Optional Call varying

Frame Instructions

The size of the optional call frame instruction area nust be conputed
based on the overall size and the offset reached while scanning the
preceding fields of the FDE

The overall size of a .eh_frame section is given in the ELF section
header. The only way to deternmine the nunber of entries is to scan
the section till the end and count.

B T A N S
[}

static uint_t
extract _uint(const uchar_t *data, uint64_t *ndx, int do_swap)

uint_t r;
uchar_t *p = (uchar_t *)&r;
data += *ndx;
if (do_swap)
UL_ASSI GN_BSWAP_WORD( p, data);

el se
UL_ASSI GN_WORD( p, dat a);
(*ndx) += 4;
return (r);
}
/*
* Create an unwi nd header (.eh_frane_hdr) output section.
* The section is created and space reserved, but the data
* is not copied into place. That is done by a |ater call
* to | d_unwi nd_popul ate(), after active relocations have been
* processed.
*
* When G\U |inkonce processing is in effect, we can end up in a situation
* where the FDEs related to discarded sections remain in the eh_frame
* section. ldeally, we would renpve these dead entries from eh_frane.
* However, that optim zation has not yet been inplenented. In the current
* inplementation, the nunber of dead FDEs cannot be determ ned until
* active relocations are processed, and that processing follows the
* call to this function. This neans that we are unable to detect dead FDEs
* here, and the section created by this routine is sized for maxi num case
* where all FDEs are valid.
*/
uintptr
I d_unwi nd make_hdr (Ofl _desc *ofl)
{
int bswap = (ofl->ofl _flagsl & FLG OF1_ENCDI FF) != 0;
Shdr *shdr;
El f_Data *el f dat a;

I's_desc *isp;
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size_t si ze;
Xwor d fde_cnt;
Aliste i dx1;
Cs_desc *osp;

/*

* we only build a unwi nd header if we have
* some unwind information in the file.
*

if (ofl->ofl _unwi nd == NULL)

return (1);
/*
* Allocate and initialize the EIf_Data structure.
*
/
if ((elfdata = libld_calloc(sizeof (Elf_Data), 1)) == NULL)

return (S_ERROR);
el fdata->d_type = ELF_T_BYTE;
elfdata->d_align = Id_targ.t_m mword_align;
el fdata- >d_version = of | ->of | _dehdr->e_version;

/*
* Allocate and initialize the Shdr structure.
*

/

if ((shdr = 1libld_calloc(sizeof (Shdr), 1)) == NULL)
return (S_ ERRO?)

shdr->sh_type = |

shdr->sh_flags =

shdr->sh_addral i

shdr->sh_entsi ze

d_targ.t_m msht_unwi nd;
SHF_ALLCC;

gn = |d_targ.t_mmword_align;
= 0;

*

* Allocate and initialize the |s_desc structure.
*/

if ((isp =1libld_calloc(1, sizeof (Is_desc))) == NULL)
return (S_ERROR);

i sp->is_name = MSG ORI G(IVSG SCN_UNW NDHDR) ;

i sp->i s_shdr = shdr;

isp->is_indata = el f dat a;

if ((ofl->ofl _unwi ndhdr = |d_pl ace_section(ofl, isp, NULL,
Id_targ.t_id.id_unwi ndhdr, NULL)) == (Gs_desc *)S_ERROR)
return (S_ERROR);

*
* Scan through all of the input Frame information, counting each FDE
* that requires an index. Each fde_entry gets a corresponding entry
*

n

i the bi nary search table.

*
/
fde_cnt = 0;
for (APLI ST _TRAVERSE( of | - >of | _unwi nd, idx1, osp)) {
Aliste idx2;
int os_i sdescs_i dx;
OS_| SDESCS_TRAVERSE( os_i sdescs_i dx, osp, idx2, isp) {
uchar _t *dat a;
ui nt64_t off = 0;
data = isp->i s_i ndata->d_buf;
size = isp->is_indata->d_size;
while (off < size) {
ui nt _t I ength, id;
ui nt 64_t ndx = O;
/*
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* Extract length in Isb format. A zero length
* indicates that this CIEis a term nator and
* that processing for unwind information is

* conpl ete.
*
e

/
length = extract_uint(data + off, &ndx, bswap);
if (length == 0)
br eak;

/*
* Extract CIEid in |Isb format.
*
/
id = extract_uint(data + off, &ndx, bswap);

/*

* ACIE record has a id of "0, otherw se
* this is a FDE entry and the "id is the
* ClIE pointer.

*/

if (id == 0)
uint_t cieversion;
/*
* The only CIE version supported
* is '1 - quick sanity check
* here.
*/
cieversion = data[off + ndx];
ndx += 1;
/* BEG N CSTYLED */
if (cieversion != 1 && cieversion != 3)
if (cieversion != 1)

Id_eprintf(ofl, ERR _FATAL,
MSG_| NTL( MSG_UNW BADCI EVERS) ,
isp->is_file->ifl_nane,
i sp->i s_name, off);

return (S_ERROR);

/* END CSTYLED */

} else {
fde_cnt ++;
}
off += length + 4;
}
}
}
/*
* section size:
* byt e ver si on +1
* byte eh_frame_ptr_enc +1
* byte fde_count _enc +1
* byte t abl e_enc +1
* 4 bytes eh_frame_ptr +4
* 4 bytes f de_count +4
* [4 bytes] [4bytes] * fde_count
*
size = 12 + (8 * fde_cnt);

if ((elfdata->d_buf = libld_calloc(size, 1)) == NULL)
return (S_ERROR);

el fdat a- >d_si ze = si ze;

shdr->sh_size = (Xword)si ze;

return (1);

__unchanged_portion_onitted_

7
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482 uintptr_t
483 | d_unwi nd_popul ate_hdr (Of | _desc *ofl)

484 {

485 uchar _t *hdr dat a;

486 uint_t *bi nar yt abl e;

487 uint_t hdrof f;

488 Aliste idx;

489 Addr hdr addr ;

490 Gs_desc *hdr osp;

491 Gs_desc *osp;

492 Gs_desc *first_unwi nd;

493 uint_t fde_count;

494 uint_t *uint_ptr;

495 int bswap = (ofl->of | _flagsl & FLG OF1_ENCDI FF)
497 /*

498 * Are we building the unwi nd hdr?

499 */

500 if ((hdrosp = ofl->ofl _unwi ndhdr) == 0)

501 return (1);

503 hdrdata = hdrosp->o0s_out dat a- >d_buf;

504 hdraddr = hdrosp->o0s_shdr->sh_addr;

505 hdroff = 0;

507 /*

508 * version ==

509 *

510 hdrdat a[ hdrof f ++] = 1;

511 /*

512 * The encodi ngs are:

513 *

514 * eh_frameptr_enc sdatad4 | pcrel

515 * fde_count _enc udat a4

516 * table_enc sdatad4 | datarel
517

518 hdr dat a[ hdrof f ++] = DW EH PE_sdata4 | DWEH PE pcrel;
519 hdr dat a[ hdr of f ++] = DW EH_PE_udat a4;

520 hdrdat a[ hdrof f ++] = DWEH PE_sdata4 | DWEH PE datarel;
522 /*

523 * Header Off sets

524 L b
525 * byt e ver si on +1
526 * byte eh_frame_ptr_enc +1
527 * byte fde_count _enc +1
528 * byte tabl e_enc +1
529 * 4 bytes eh_frame_ptr +4
530 * 4 bytes f de_count +4
531 */

532 /* LINTED */

533 bi narytable = (uint_t *)(hdrdata + 12);
534 first_unwind = O;

535 fde_count = 0;

537 for (APLI ST_TRAVERSE(of | ->of | _unwi nd, idx, osp)) {
538 uchar _t *dat a;

539 size_t si ze;

540 ui nt 64_t off = 0;

541 uint_t cieRflag = 0, ciePflag = O;
542 Shdr *shdr;

544 /*

545 * renmenber first UNWND section to
546 * point to in the frame_ptr entry.

1= 0;
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547 */ 609 */
548 if (first_unwind == 0) 610 if (cieversion == 1)
549 first_unwi nd = osp; 611 ndx++;
612 el se
551 data = osp->o0s_out dat a- >d_buf; 613 (void) uleb_extract(&data[off], &ndx);
552 shdr = osp->os_shdr;
553 si ze = shdr->sh_si ze; 614 /*
615 * we wal k through the augnentation
555 while (off < size) { 616 * section now | ooking for the Rflag
556 uint _t length, id; 617 */
557 ui nt 64_t ndx = 0; 618 for (cieaugndx = 0; cieaugstr[cieaugndx];
619 ci eaugndx++)
559 /* 620 /* BEG N CSTYLED */
560 * Extract length in Isb format. A zero length 621 switch (cieaugstr[cieaugndx]) {
561 * indicates that this CTEis a termnator and that 622 case 'z’ :
562 * processing of unwind information is conplete. 623 /* size */
563 */ 624 (void) uleb_extract(&data[off],
564 length = extract_uint(data + off, &ndx, bswap); 625 &ndx) ;
565 if (length == 0) 626 br eak;
566 got o done; 627 case 'P':
628 /* personality */
568 /* 629 ciePflag = data[of f + ndx];
569 * Extract CIEid in Isb format. 630 ndx++;
570 */ 631 /*
571 id = extract_uint(data + off, &ndx, bswap); 632 * Just need to extract the
633 * value to nobve on to the next
573 /* 634 * field.
574 * A CIE record has a id of '0'; otherw se 635 */
575 * this is a FDE entry and the "id is the 636 (void) dwarf_ehe_extract(
576 * ClE pointer. 637 &dat a[ of f + ndx],
577 */ 638 &ndx, ciePfl ag,
578 if (id ==0) { 639 of | - >of | _dehdr->e_i dent, B_FALSE
579 char *ci eaugstr; 640 shdr->sh_addr, off + ndx, 0);
580 uint_t cieaugndx; 641 br eak;
581 uint_t cieversion; 642 case 'R :
643 /* code encoding */
583 ciePflag = O; 644 cieRflag = data[off + ndx];
584 cieRflag = 0O; 645 ndx++;
585 /* 646 break;
586 * W need to drill through the CIE 647 case 'L':
587 * to find the Rflag. It's the Rflag 648 /* |sda encoding */
588 * which describes how the FDE code-pointers 649 ndx++;
589 * are encoded. 650 br eak;
590 */ 651 1
652 /* END CSTYLED */
592 cieversion = data[off + ndx]; 653 }
593 ndx += 1; 654 } else {
595 [ 655 uint_t bi nt abndx;
596 * burn through version 656 ui nt 64_t initloc;
597 =[] 657 ui nt64_t f deaddr;
598 ndx++; 658 ui nt 64_t gotaddr = O;
595 /* 660 if (ofl->ofl_osgot != NULL)
596 * augstr 661 gotaddr =
597 */ 662 of | ->of | _osgot - >0s_shdr - >sh_addr;
598 cieaugstr = (char *)(&data[off + ndx]);
599 ndx += strlen(cieaugstr) + 1; 664 initloc = dwarf_ehe_extract (&data[off],
665 &ndx, cieRflag, ofl->ofl_dehdr->e_ident,
601 /* 666 B_FALSE,
602 * calign & dalign 667 shdr->sh_addr, off + ndx,
603 */ 668 got addr) ;
604 (void) uleb_extract(&ataf[off], &ndx);
605 (void) sleb_extract(&data[off], &ndx); 670 /*
671 * lgnore FDEs with initloc set to O.
607 /* 672 * initloc will not be 0 unless this FDE was
608 * retreg 673 * abandoned due to GNU |inkonce processing.
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done:

The 0 val ue occurs because we don’t resolve
sl oppy relocations for unwi nd header target
sections.

*
*
*
*
if

11
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(initloc '=0) {
bi ntabndx = fde_count * 2;
f de_count ++;

*

* FDEaddr is adjusted

* to account for the length & id which

* have al ready been consuned.
*
fdeaddr = shdr->sh_addr + off;

bi naryt abl e[ bi nt abndx] =
(uint_t)(initloc - hdraddr);

bi naryt abl e[ bi ntabndx + 1] =
(uint_t)(fdeaddr - hdraddr);

}

/*

* the length does not include the length
* itself - so account for that too.

*/

off += length + 4;

}
}
/*
* Do a quicksort on the binary table. If this is a cross
* link froma systemw th the opposite byte order, xlate
* the resulting values into LSB order.
*

franehdr _addr = hdraddr;
gsort((void *)binarytable, (size_t)fde_count,
(size_t)(sizeof (uint_t) * 2), bintabconpare);
if (bswap) {
uint_t *btable = binarytable;
uint_t cnt;

for (cnt = fde_count * 2; cnt-- > 0; btable++)
*btabl e = | d_bswap_Word(*bt abl e);

}

/*

*Fill in:

* first_frame_ptr
* f de_count

*/

hdroff = 4;

/* LI NTED *

/
uint_ptr = (uint_t *)(&hdrdata[hdroff]);
*uint_ptr = first_unw nd->o0s_shdr->sh_addr -
(hdr osp->o0s_shdr->sh_addr + hdroff);
if (bswap)
*uint_ptr = | d_bswap_Word(*uint_ptr);

hdroff += 4;
/* LINTED */
uint_ptr = (uint_t *)&hdrdata[hdroff];
*uint_ptr = fde_count;
if (bswap)
*uint_ptr = I d_bswap_Word(*uint_ptr);

741 I*

742 * |If relaxed relocations are active, then there is a chance

743 * that we didn’t use all the space reserved for this section.

744 * For details, see the note at head of |d_unwi nd_make_hdr() above.
745 *

746 * Find the PT_SUNW UNW ND program header, and change the size val ues
747 * to the size of the subset of the section that was actually used.
748 *

749 if (ofl->ofl flagsl & FLG OF1_RLXREL) {

750 Wor d phnum = of | - >of | _nehdr - >e_phnum

751 Phdr *phdr = of | ->of | _phdr;

753 for (; phnum- > 0; phdr++) {

754 if (phdr->p_type == PT_SUNW UNW ND)

755 phdr->p_nmensz = 12 + (8 * fde_count);

756 phdr->p_filesz = phdr->p_nensz;

757 break;

758 }

759 }

760 }

762 return (1);

763 }
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